**THE DEAD-SIMPLE STEP-BY-STEP GUIDE FOR FRONT-END DEVELOPERS TO GETTING UP AND RUNNING WITH NODE.JS, EXPRESS, JADE, AND MONGODB**

**SET UP THE FULL STACK AND HAVE A WEBPAGE RUNNING IN 30 MINUTES. MAKE IT TALK TO YOUR DB IN ANOTHER 30.**

By [Christopher Buecheler](http://cwbuecheler.com/)

**LAST UPDATED:** September 2nd, 2015  
This tutorial uses Node.js v0.12 and will not work properly with older versions on some systems.

[You can find/fork the entire sample project on GitHub](https://github.com/cwbuecheler/node-tutorial-for-frontend-devs)

Hey! This and all my other tutorials will soon be moving to a new home at [CloseBrace](http://closebrace.com/), a site for JavaScript developers. You should totally click that link right now, and sign up to be alerted when the site goes live.

**INTRODUCTION**

There are approximately one hundred million tutorials on the web for getting a "Hello, World!" app running with Node.js. This is great! It's especially great if your goal is to greet the world and then give up on your web career and go spend the rest of your life as, like, a jockey or something. That doesn't really describe most of us, so we go looking for more tutorials.

In my experience, the "next level" tutorials out there seem about 30 levels further along. We go from "Hello, World!" to building out an entire blogging system with comments. Which is also great, but a lot of times those tutorials assume the reader has done a whole bunch of intermediate fiddling, and they often drop a bunch of big functions on you all at once. I tend to learn best by making lots of smaller, intermediate steps, and I don't think I'm the only one.

I'm not the only one, right?

Well, [good news, everyone!](https://www.youtube.com/watch?v=z6ODMDtG6-I) I've done the fiddling and read a bunch of tutorials and shouted at my command prompt until things finally worked. I have a web project up and running which uses Node.JS, the Express framework, the Jade HTML pre-processor, and MongoDB for data. I can read to and write from the DB. From there, the sky's the limit.

Here's the deal: I'm going to show you how to get all of this stuff set up. I'll be assuming that you're a front-end developer who knows HTML5/CSS3/JavaScript well enough that I don't have to explain those. If that's you, then this should be a solid primer.

Your app will look pretty, it will connect to a DB, it'll get some results, and it'll do stuff with those results. Then for kicks we'll also make it save data to the DB. Through it all, I will explain what the code does, and how to write it, instead of just giving you massive functions to stare at. We'll go from nothing even installed, to a DB-driven web app written in a language you fully understand, and the foundation necessary to build additional functionality into your app. And we'll do it in about 60 minutes of installation and coding time. Is that awesome? I submit that it is.

Let's go.

**PART I – 15 MINUTES OF INSTALLING**

If you're really starting from scratch, then getting everything up and running takes a little bit of time. None of it is difficult. I run Windows 8 on my main machine, so it'll be slightly different for those on a Mac or Ubuntu or other \*nix system, but it's principally the same thing in all cases.

**STEP 1 – INSTALL NODE.JS**

This is really easy. Hit the [Node.js website](http://nodejs.org/) and click the big green Install button. It'll detect your OS and give you the appropriate installer (if for some reason it doesn't, click the downloads button and grab the one you need). Run the installer. That's it, you have installed Node.js and, equally important, NPM – Node Package Manager – which lets you add all kinds of great stuff to Node quickly and easily.

* **Open a command prompt**
* **cd to the directory in which you wish to keep your test apps**  
  (for the purposes of this tutorial, C:\node).

**STEP 2 – INSTALL EXPRESS GENERATOR**

Now that we have Node running, we need the rest of the stuff we're going to actually use to create a working website. To do that we're going to install Express, which is a framework that takes Node from a barebones application and turns it into something that behaves more like the web servers we're all used to working with (and actually quite a bit more than that). We need to start with Express-Generator, which is actually different than Express itself ... it's a scaffolding app that creates a skeleton for express-driven sites. In your command prompt, type the following:

**COMMAND C:\NODE>**

C:\node>npm install -g express-generator

The generator should auto-install, and since it (like all packages installed with -g) lives in your master NPM installation directory, it should already be available in your system path. So let's use our generator to create the scaffolding for a website.

**STEP 3 – CREATE AN EXPRESS PROJECT**

We're going to use Express and Jade, but not the Stylus CSS preprocessor (which people often use in this stack). We're just going to use straight CSS for right now. We have to use Jade or another templating engine to gain access to our Node/Express-based data. Jade's not hard to learn if you already know HTML, just remember that you really have to pay attention to indentation or things will go badly wrong. If you want a templating engine with true HTML syntax, you could use [EJS](https://www.npmjs.com/package/ejs) instead (**note: I cannot provide support for this tutorial if you choose to use anything other than Jade**).

A quick note on indentation: everything is this tutorial has been normalized to 4-space tabs, *even code that was auto-generated with 2-space tabs*. If you want to use two or three spaces, or actual tabs (which is usually my preference), that's just fine by me. But, again, YOUR INDENTATION MUST BE CONSISTENT or Jade will throw errors. Not just "all tabs" or "all spaces" but you must be very, very careful to make sure that everything is indented the exact right amount. For example, in Jade, the following:

body

h1

ul

li

... is VERY different from:

body

h1

ul

li

(that second piece of code would nest the UL inside of the H1 ... which you obviously don't want).

Anyway, still in c:\node or wherever you're storing your node apps, type this:

**COMMAND C:\NODE\**

C:\node>express nodetest1

Hit enter and watch it go. You'll see something like this:

**COMMAND C:\NODE\**

C:\node>express nodetest1

create : nodetest1

create : nodetest1/package.json

create : nodetest1/app.js

create : nodetest1/public

create : nodetest1/public/javascripts

create : nodetest1/public/images

create : nodetest1/public/stylesheets

create : nodetest1/public/stylesheets/style.css

create : nodetest1/routes

create : nodetest1/routes/index.js

create : nodetest1/routes/users.js

create : nodetest1/views

create : nodetest1/views/index.jade

create : nodetest1/views/layout.jade

create : nodetest1/views/error.jade

create : nodetest1/bin

create : nodetest1/bin/www

install dependencies:

> cd nodetest1 && npm install

run the app:

> SET DEBUG=nodetest1b:\* & npm start

**STEP 4 – EDIT DEPENDENCIES**

OK, now we have some basic structure in there, but we're not quite done. You'll note that the express-generator routine created a file called package.json in your nodetest1 directory. Open this up in a text editor and it'll look like this:

**C:\NODE\NODETEST1\PACKAGE.JSON**

{

"name": "nodetest1",

"version": "0.0.0",

"private": true,

"scripts": {

"start": "node ./bin/www"

},

"dependencies": {

"body-parser": "~1.12.4",

"cookie-parser": "~1.3.5",

"debug": "~2.2.0",

"express": "~4.12.4",

"jade": "~1.9.2",

"morgan": "~1.5.3",

"serve-favicon": "~2.2.1"

}

}

This is a basic JSON file describing our app and its dependencies. We need to add a few things to it. Specifically, calls for MongoDB and Monk. Let's make our dependencies object look like this:

"dependencies": {

"body-parser": "~1.12.4",

"cookie-parser": "~1.3.5",

"debug": "~2.2.0",

"express": "~4.12.4",

"jade": "~1.9.2",

"morgan": "~1.5.3",

"serve-favicon": "~2.2.1",

"mongodb": "~2.0.33",

"monk": "~1.0.1"

}

Note that comma at the end of the serv-favicon line. Omit it, and you won't be able to install!

**STEP 5 – INSTALL DEPENDENCIES**

Now we've defined our dependencies and we're ready to go. Note that the version numbers for those two modules are current as of the latest update, but new versions of NPM modules are frequently rolled out. These versions are proven to work with this tutorial; if you go with the latest versions, I'm afraid you're on your own.

Return to your command prompt, **cd to your nodetest1 directory**, and type this:

**COMMAND C:\NODE\NODETEST1\**

C:\node\nodetest1>npm install

It's going to print out a ton of stuff. That's because it's reading the JSON file we just edited and installing all the stuff listed in the dependencies object (yes, including Express – we installed the generator globally, but we still have to install the actual module inside this one particular project). Once NPM has run its course, you should have a node\_modules directory which contains all of our dependencies for this tutorial.

You now have a fully-functioning app ready and waiting to run. Before we do that, though, we need to do one quick thing to prepare for setting up our database later. Still in your nodetest1 directory, type this:

**COMMAND C:\NODE\NODETEST1\**

C:\node\nodetest1>mkdir data

That's where we're eventually going to store our MongoDB data. If that directory doesn't exist, the database server will choke when we go to run it later. We're not doing anything with it right now, though, so let's test out our web server! Type the following:

**COMMAND C:\NODE\NODTEST1\**

C:\node\nodetest1>npm start

Note: in previous versions, you used "node app.js" -- this has been deprecated in favor of a skeletal build system. For the purposes of this tutorial, that doesn't really matter, since we're not worying about building. For our purposes, using "npm start" is essentially identical to previous versions of this tutorial. Anyway, type that and hit enter. You'll get this:

**NODE CONSOLE**

> application-name@0.0.1 start D:\sites\node\nodetest1

> node ./bin/www

Everything working? Awesome! Open a browser and head for[**http://localhost:3000**](http://localhost:3000/) where you will see a welcome to Express page.

![Welcome to Express Page](data:image/png;base64,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)

You are now running your own Node JS webserver, with the Express engine and Jade HTML preprocessor installed. Not so tough, huh?

**PART 2 – OK, FINE, LET'S DO "HELLO, WORLD!"**

Fire up your favorite text editor or IDE. I like [Sublime Text](http://www.sublimetext.com/) a lot. Point it at your nodetest1 directory and open app.js. This is kind of the heart of your, well, app. Not a big surprise there. Here's a breakdown of what you're going to see:

**C:\NODE\NODETEST1\APP.JS**

var express = require('express');

var path = require('path');

var favicon = require('serve-favicon');

var logger = require('morgan');

var cookieParser = require('cookie-parser');

var bodyParser = require('body-parser');

var routes = require('./routes/index');

var users = require('./routes/users');

This creates a bunch of basic JavaScript variables and ties them to certain packages, dependencies, node functionality, and routes. Routes are kind of like a combination of models and controllers in this setup – they direct traffic and also contain some programming logic (you can establish a more traditional MVC architecture with Express if you like. That's outside of the scope of this article). Back when we set up this project, Express created all of this stuff for us. We're going to totally ignore the user route for now and just work in the top level route (controlled by c:\node\nodetest1\routes\index.js).

**C:\NODE\NODETEST1\APP.JS**

var app = express();

This one's important. It instantiates Express and assigns our app variable to it. The next section uses this variable to configure a bunch of Express stuff.

**C:\NODE\NODETEST1\APP.JS**

// view engine setup

app.set('views', path.join(\_\_dirname, 'views'));

app.set('view engine', 'jade');

// uncomment after placing your favicon in /public

//app.use(favicon(\_\_dirname + '/public/favicon.ico'));

app.use(logger('dev'));

app.use(bodyParser.json());

app.use(bodyParser.urlencoded({ extended: false }));

app.use(cookieParser());

app.use(express.static(path.join(\_\_dirname, 'public')));

app.use('/', routes);

app.use('/users', users);

This tells the app where to find its views, what engine to use to render those views (Jade), and calls a few methods to get things up and running. Note also that the final line is telling Express to serve static objects from the /public/ dir, but to make them actually seem like they're coming from the top level (it also does this with the views directory). For example, the images directory is c:\node\nodetest1\public\images … but it is accessed at<http://localhost:3000/images>

**C:\NODE\NODETEST1\APP.JS**

/// catch 404 and forwarding to error handler

app.use(function(req, res, next) {

var err = new Error('Not Found');

err.status = 404;

next(err);

});

/// error handlers

// development error handler

// will print stacktrace

if (app.get('env') === 'development') {

app.use(function(err, req, res, next) {

res.status(err.status || 500);

res.render('error', {

message: err.message,

error: err

});

});

}

// production error handler

// no stacktraces leaked to user

app.use(function(err, req, res, next) {

res.status(err.status || 500);

res.render('error', {

message: err.message,

error: {}

});

});

These are error handlers for development and production (and 404's). We're not really worrying about the different between those two right now, but basically if your app is in development mode, your errors will give you more information. Obviously you don't want to print a stack trace out on a production site that anyone on the web can see.

**C:\NODE\NODETEST1\APP.JS**

module.exports = app;

A core part of Node is that basically all modules export an object which can easily be called elsewhere in the code. Our master app exports its app object.

Now then, let's make stuff. We're not going to just stick "Hello, World!" on our index page. Instead we're going to use this as an opportunity to learn a bit more about routes and to take a look at how Jade works for putting pages together.

We're going to start by adding a new app.use directive to app.js. Find the section that looks like this:

**C:\NODE\NODETEST1\APP.JS**

app.use('/', routes);

app.use('/users', users);

This directives are telling Express what route files to use. Now, normally I'd advocate setting up separate route files for different parts of your app. For example, the users route file might contain routes for adding users, deleting them, updating them, and so forth, while a new route file called "locations" might handle adding, editing, deleting and displaying location data (in an app for which that was required). In this case, to keep things simple, we're going to do everything in the index router. That means you can completely ignore the /users line.

Remember that the Express scaffolding already defined the "routes" variable and pointed it at the index router. We're going to add a "helloworld" method to that router which will render a different page than the default. In your text editor, open up your routes folder, find index.js, and open it. It will look like this:

**C:\NODE\NODETEST1\ROUTES\INDEX.JS**

var express = require('express');

var router = express.Router();

/\* GET home page. \*/

router.get('/', function(req, res) {

res.render('index', { title: 'Express' });

});

module.exports = router;

Pretty sparse, right? Basically we're requiring our Express functionality, then attaching a "router" variable to Express's router method, then using that method when an attempt is made to HTTP get the top level directory of our website. Finally we export our router function back to our app.

We can easily clone that get function for another page, so let's do that. At the bottom of the file, just **above** the module.exports line, add this code:

**C:\NODE\NODETEST1\ROUTES\INDEX.JS**

/\* GET Hello World page. \*/

router.get('/helloworld', function(req, res) {

res.render('helloworld', { title: 'Hello, World!' });

});

That's all it takes to handle routing the URI, but we don't have any actual page for res.render to … render. That's where Jade comes in. Open up your views folder, and then go ahead and open index.jade. Before you do anything else, **save it as helloworld.jade**.

Now take a look at the code:

**C:\NODE\NODETEST1\VIEWS\HELLOWORLD.JADE**

extends layout

block content

h1= title

p Welcome to #{title}

This is pretty straightforward. It uses ("extends") the file layout.jade as a template, and then within the content block defined in the layout file, it sticks a header and a paragraph. Note the use of the "title" variable which we set above, in our index.js route. This means we don't even have to change the text at all in order for it to show different stuff from the home page. But let's change it anyway to:

p Hello, World! Welcome to #{title}

Save the file, go to your command prompt, ctrl-c to kill your server if it's already running, and then type:

**COMMAND C:\NODE\NODETEST1\**

npm start

In order to restart the server. By the way, this seems a good time to mention: changes to Jade templates do not require a server restart, but basically whenever you change a js file, such as app.js or the route files, you'll need to restart to see changes.

SO … with the server restarted, navigate to<http://localhost:3000/helloworld> and enjoy the completely asinine text that gets displayed:

![Hello World Page](data:image/png;base64,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)

OK! So now we've got our router routing us to our view, which we are viewing. Let's do some modeling. I'll give you a moment if you need to fix your hair or makeup.

**PART 3 – CREATE OUR DB AND READ STUFF FROM IT**

**STEP 1 – INSTALL MONGODB**

We're leaving our text editor for a bit and going back to our command prompt. Well, first we're going to our web browser, pointing it to<http://mongodb.org/> and downloading Mongo. Click the downloads link in the main menu and snag the production release that fits your system. For Windows 8 on a 64-bit processor, we want "64-bit \*2008R2+". This will give you an MSI file that will run through a standard Windows install. It will default to installing into your Program Files directory (in a \server\3.0\ subfolder), which is fine. For the purposes of this tutorial, though, I'm going to install into C:\Mongo. It doesn't really matter – Mongo itself is quite small, and we'll be storing our database in our nodetest1 directory.

Anyway, copy the files in the bin folder within your temp directory to wherever you want Mongo to live, and you're done. You've installed Mongo. Now let's make it do stuff.

**STEP 2 – RUN MONGOD AND MONGO**

In your nodetest1 directory, create a subdir called "data". Then navigate to the directory in which you placed your MongoDB files (let's say C:\mongo for now), and then into the "bin" directory. From that directory, type the following:

**COMMAND C:\MONGO\BIN\**

mongod --dbpath c:\node\nodetest1\data\

You'll see the Mongo server start up. This is going to take a while if it's the first time, because it has to do some preallocating of space and a few other housekeeping tasks. Once it says "[initandlisten] waiting for connections on port 27017", you're good. There's nothing more to do here; the server is running. Now you need to **open a second command prompt.** Navigate again to your Mongo installation directory, and type:

**COMMAND C:\MONGO\BIN\**

mongo

You'll see something like the following:

**MONGO CONSOLE**

c:\mongo\bin>mongo

MongoDB shell version: 2.4.5

connecting to: test

Additionally, if you're paying attention to your mongod instance, you'll see it mention that a connection has been established. All right, you've got MongoDB up and running, and you've connected to it with the client. We'll use this client to manually work on our database, for a bit, but it's not necessary for running the website. Only the server daemon (mongod) is needed for that.

**STEP 3 – CREATE A DATABASE**

Don't worry about "connecting to: test" … that's just the default database Mongo decides to use if you don't specify one on the command line, which we didn't because it's not important right now. It doesn't actually even create the "test" database unless you add a record. It'd be totally fine to just work in that database for right now, but let's make one of our own. In your Mongo console, type the following:

**MONGO CONSOLE**

use nodetest1

Now we're using the database "nodetest1." Like with "test", nothing actually exists yet. To make the database exist, we have to add some data. We're going to start off by doing that right inside of the Mongo client.

**STEP 4 – ADD SOME DATA**

My favorite thing about MongoDB is that it uses JSON for its structure, which means it was instantly familiar for me. If you're not familiar with JSON, you'll need to do some reading, as I'm afraid that's outside the scope of this tutorial.

Let's add a record to our collection. For the purposes of this tutorial, we're just going to have a simple database of usernames and email addresses. Our data format will thus look like this:

**MONGO CONSOLE**

{

"\_id" : 1234,

"username" : "cwbuecheler",

"email" : "cwbuecheler@nospam.com"

}

You can create your own \_id assignment if you really want, but I find it's best to let Mongo just do its thing. It will provide a unique identifier for every single top-level collection entry. Let's add one and see how it works. In your Mongo client, type this:

**MONGO CONSOLE**

db.usercollection.insert({ "username" : "testuser1", "email" : "testuser1@testdomain.com" })

Something important to note here: that "db" stands for our database, which as mentioned above we've defined as "nodetest1". The "usercollection" part is our collection. Note that there wasn't a step where we created the "usercollection" collection. That's because the first time we add to it, it's going to be auto-created. Handy. OK, Hit enter. Assuming everything went right, you should see … nothing. That's not very exciting, so type this:

**MONGO CONSOLE**

db.usercollection.find().pretty()

In case you're curious, the .pretty() method gives us linebreaks. It will return:

**MONGO CONSOLE**

{

"\_id" : ObjectId("5202b481d2184d390cbf6eca"),

"username" : "testuser1",

"email" : "testuser1@testdomain.com"

}

Except, of course, your ObjectID will be different, since as mentioned, Mongo is automatically generating those. That's all there is to writing to MongoDB from the client app, and if you've ever worked with JSON services before, you are probably going "oh, wow, that's going to be easy to implement on the web." … you're right!

A quick note on DB structure: obviously in the long run you're unlikely to be storing everything at the top level. There are a ton of resources on the internet for schema design in MongoDB. Google is your friend!

Now that we've got one record, let's add a a couple more. In your Mongo console, type the following:

**MONGO CONSOLE**

newstuff = [{ "username" : "testuser2", "email" : "testuser2@testdomain.com" }, { "username" : "testuser3", "email" : "testuser3@testdomain.com" }]

db.usercollection.insert(newstuff);

Note that, yes, we can pass an array with multiple objects to our collection. Handy! Another use of db.usercollection.find().pretty() will show all three records:

**MONGO CONSOLE**

{

"\_id" : ObjectId("5202b481d2184d390cbf6eca"),

"username" : "testuser1",

"email" : "testuser1@testdomain.com"

}

{

"\_id" : ObjectId("5202b49ad2184d390cbf6ecb"),

"username" : "testuser2",

"email" : "testuser2@testdomain.com"

}

{

"\_id" : ObjectId("5202b49ad2184d390cbf6ecc"),

"username" : "testuser3",

"email" : "testuser3@testdomain.com"

}

Now we're going to start actually interacting with the web server and site that we set up earlier.

**STEP 5 – HOOK MONGO UP TO NODE**

This is where the rubber meets the road. Let's start by building a page that just spits out our DB entries in a mildly pretty form. Here's the HTML we're shooting to generate:

<ul>

<li><a href="mailto:testuser1@testdomain.com">testuser1</a></li>

<li><a href="mailto:testuser2@testdomain.com">testuser2</a></li>

<li><a href="mailto:testuser3@testdomain.com">testuser3</a></li>

</ul>

I know this isn't rocket science, but that's the point. We're just doing a simple DB read-and-write in this tutorial, not trying to build a whole website. First things first, we need to add a few lines to our main app.js file – the heart and soul of our app – in order to actually connect to our MongoDB instance. Open C:\node\nodetest1\app.js and at the top you'll see:

**C:\NODE\NODETEST1\APP.JS**

var express = require('express');

var path = require('path');

var favicon = require('serve-favicon');

var logger = require('morgan');

var cookieParser = require('cookie-parser');

var bodyParser = require('body-parser');

Now add these three lines:

**C:\NODE\NODETEST1\APP.JS**

var express = require('express');

var path = require('path');

var favicon = require('serve-favicon');

var logger = require('morgan');

var cookieParser = require('cookie-parser');

var bodyParser = require('body-parser');

// New Code

var mongo = require('mongodb');

var monk = require('monk');

var db = monk('localhost:27017/nodetest1');

These lines tell our app we want to talk to MongoDB, we're going to use Monk to do it, and our database is located at localhost:27017/nodetest1. Note that 27017 is the default port your MongoDB instance should be running on. If for some reason you've changed it, obviously use that port instead. Now look at the bottom of the file, where you have this:

**C:\NODE\NODETEST1\APP.JS**

app.use('/', routes);

app.use('/users', users);

We need to do some work here. Those app.use statements (along with the others you'll find in app.js) are establishing middleware for Express. The short, simple explanation is: they're providing custom functions that the rest of your app can make use of. It's pretty straightforward, but due to chaining it needs to come *before* our route definitions, so that they can make use of it.

**Above** the two lines just mentioned, add the following:

**C:\NODE\NODETEST1\APP.JS**

// Make our db accessible to our router

app.use(function(req,res,next){

req.db = db;

next();

});

**NOTE: If you don't put this above the routing stuff mentioned above (app.use('/', routes);), your app WILL NOT WORK.**

We already defined "db" when we added Mongo and Monk to app.js. It's our Monk connection object. By adding this function to app.use, we're adding that object to every HTTP request (ie: "req") our app makes. Note: this is probably sub-optimal for performance but, again, we're going quick-n-dirty here.

So, again, that code needs to go above our routing code. Your entire app.js should look like this, now:

**C:\NODE\NODETEST1\APP.JS**

var express = require('express');

var path = require('path');

var favicon = require('serve-favicon');

var logger = require('morgan');

var cookieParser = require('cookie-parser');

var bodyParser = require('body-parser');

// New Code

var mongo = require('mongodb');

var monk = require('monk');

var db = monk('localhost:27017/nodetest1');

var routes = require('./routes/index');

var users = require('./routes/users');

var app = express();

// view engine setup

app.set('views', path.join(\_\_dirname, 'views'));

app.set('view engine', 'jade');

// uncomment after placing your favicon in /public

//app.use(favicon(\_\_dirname + '/public/favicon.ico'));

app.use(logger('dev'));

app.use(bodyParser.json());

app.use(bodyParser.urlencoded({ extended: false }));

app.use(cookieParser());

app.use(express.static(path.join(\_\_dirname, 'public')));

// Make our db accessible to our router

app.use(function(req,res,next){

req.db = db;

next();

});

app.use('/', routes);

app.use('/users', users);

/// catch 404 and forwarding to error handler

app.use(function(req, res, next) {

var err = new Error('Not Found');

err.status = 404;

next(err);

});

/// error handlers

// development error handler

// will print stacktrace

if (app.get('env') === 'development') {

app.use(function(err, req, res, next) {

res.status(err.status || 500);

res.render('error', {

message: err.message,

error: err

});

});

}

// production error handler

// no stacktraces leaked to user

app.use(function(err, req, res, next) {

res.status(err.status || 500);

res.render('error', {

message: err.message,

error: {}

});

});

module.exports = app;

Next thing we need to do is modify our route so that we can actually show data that's held in our database, using our db object.

**STEP 6 – PULL YOUR DATA FROM MONGO AND DISPLAY IT**

Open up C:\node\nodetest1\routes\index.js in your editor. It's still got the index route, and the goofy /helloworld route. Let's add a third:

**C:\NODE\NODETEST1\ROUTES\INDEX.JS**

/\* GET Userlist page. \*/

router.get('/userlist', function(req, res) {

var db = req.db;

var collection = db.get('usercollection');

collection.find({},{},function(e,docs){

res.render('userlist', {

"userlist" : docs

});

});

});

OK … that's getting fairly complicated. All it's really doing, though, is extracting the "db" object we passed to our http request, and then using that db connection to fill our "docs" variable with database documents, ie: user data. Then we do a page render just like the other two "gets" in this route file.

Basically, we tell our app which collection we want to use ('usercollection') and do a find, then return the results as the variable "docs". Once we have those documents, we then do a render of userlist (which will need a corresponding Jade template), giving it the userlist variable to work with, and passing our database documents to that variable.

Next let's set up our Jade template. Navigate to C:\node\nodetest1\views\ and open index.jade. Once again,**immediately save it as userlist.jade**. Then edit the HTML so it looks like this:

**C:\NODE\NODETEST1\VIEW\USERLIST.JADE**

extends layout

block content

h1.

User List

ul

each user, i in userlist

li

a(href="mailto:#{user.email}")= user.username

This is saying that we're going to pull in the set of documents we just called userlist over in the route file, and then for each entry (named 'user' during the loop), get the email and username values from the object and put them into our html. We've also got the count – i – handy in case we need it, though in this instance we don't.

We're all set. Save that file, and let's restart our node server. Remember how to do that? Go to your command prompt, head for C:\node\nodetest1\ and ctrl-c to kill your server if it's still running from way back before. Then type:

**COMMAND C:\NODE\NODETEST1\**

C:\node\nodetest1>npm start

**TIP**

Getting the following error?  
*{ [Error: Cannot find module '../build/Release/bson'] code: 'MODULE\_NOT\_FOUND' } js-bson: Failed to load c++ bson extension, using pure JS version*

[Click Here for Help](http://cwbuecheler.com/web/tutorials/2013/node-express-mongo/)

Now open your browser and head to <http://localhost:3000/userlist> and marvel at the results.
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You're now pulling data from the DB and spitting it out onto a web page. Nice!

**TIP**

Getting the following error?  
*Cannot read property 'length' of undefined* on the line *each user, i in userlist*?

[Click Here for Help](http://cwbuecheler.com/web/tutorials/2013/node-express-mongo/)

There one more thing I badly wanted to cover in this tutorial, but because it's already about as long as the Bible, I'm going to breeze through it here. You could very easily change your userlist view from an Express-driven web page complete with Jade template to a plain old JSON response. You could then access this with AJAX and manipulate it on the client-side, with jQuery for example, instead of on the server side. In fact, I wanted to cover that so badly that I wrote an entire second tutorial on it. You can find the link at the end of this one!

Let's finish this up.

**PART 4 – THE HOLY GRAIL: WRITING TO THE DB**

Writing to the database is not particularly difficult. Essentially we need to set up a route that takes a POST, rather than a GET.

**STEP 1 – CREATE YOUR DATA INPUT**

We're going quick and dirty here: two ugly, unstyled text inputs and a submit button. 1996-style, but before we get to that, we're going to do some javacripting. Let's start by quickly wiring up a route for our add user form. Open /routes/index.js and add the following code **above** the last module.exports line:

**C:\NODE\NODETEST1\ROUTES\INDEX.JS**

/\* GET New User page. \*/

router.get('/newuser', function(req, res) {

res.render('newuser', { title: 'Add New User' });

});

Now we just need a template. Open up /views/index.jade, save it as newuser.jade, and replace the whole file contents with this:

**C:\NODE\NODETEST1\VIEWS\NEWUSER.JADE**

extends layout

block content

h1= title

form#formAddUser(name="adduser",method="post",action="/adduser")

input#inputUserName(type="text", placeholder="username", name="username")

input#inputUserEmail(type="text", placeholder="useremail", name="useremail")

button#btnSubmit(type="submit") submit

Here we're creating a form with the ID "formAddUser" (I like to preface my IDs with the type of thing we're ID'ing. It's a personal quirk). Method is post, action is adduser. Pretty straightforward. Under that we've defined our two inputs and our button.

If you restart your node server and go to <http://localhost:3000/newuser>you'll see your form in all its glory.

![Welcome to Express Page](data:image/png;base64,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)

Go ahead and submit. Enjoy the 404 error. We're about to fix that.

**STEP 2 – CREATE YOUR DB FUNCTIONS**

OK, this is pretty much the same process as with the user list. We don't need another app.use statement since we've already wrapped our database object into every request (see above). That means it'll be accessible to any new routes we write. That means that all we need to do is add a route for POSTing to /adduser.

Go back to /routes/index.js and let's create our insertion function. Once again, you'll want to put this **above** the final module.exports line (it doesn't REALLY matter, but it makes things cleaner to wrap up with the export). This is a big one, so I've commented the code pretty thoroughly. Here it is:

**C:\NODE\NODETEST1\ROUTES\INDEX.JS**

/\* POST to Add User Service \*/

router.post('/adduser', function(req, res) {

// Set our internal DB variable

var db = req.db;

// Get our form values. These rely on the "name" attributes

var userName = req.body.username;

var userEmail = req.body.useremail;

// Set our collection

var collection = db.get('usercollection');

// Submit to the DB

collection.insert({

"username" : userName,

"email" : userEmail

}, function (err, doc) {

if (err) {

// If it failed, return error

res.send("There was a problem adding the information to the database.");

}

else {

// And forward to success page

res.redirect("userlist");

}

});

});

Obviously in the real world you would want a *ton* more validating, error-checking, and the like. You'd want to check for duplicate usernames and emails, for example. And to vet that the email address at least looks like a legit entry. But this'll work for now. As you can see, on successfully adding to the DB, we forward the user back to the userlist page, where they should see their newly added user.

Are there smoother ways to do this? Absolutely. We're staying as bare-bones as possible here. Now, let's go add some data!

**STEP 3 – CONNECT AND ADD DATA TO YOUR DB**

**Make sure mongod is running!** Then head to your command prompt, kill your node server if it's still running, and restart it:

**COMMAND C:\NODE\NODETEST1\**

C:\node\nodetest1>npm start

Assuming your server is running, which it should be, return to your web browser and point it at <http://localhost:3000/newuser> again. There's our exciting form, just like before. Except now let's fill in some values before we hit submit. I went with username "noderocks" and email "noderocks@rockingnode.com" ... you can go with whatever you'd like.
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Click submit, and check it out ... we're back at /userlist and there's our new entry!
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We are officially reading and writing from a MongoDB database using Node.js, Express, and Jade. You are now what the kids call a "full stack" developer (probably not a GOOD one, just yet, but I didn't promise that).

Congratulations. Seriously. If you followed this all the way through, and if you really paid attention to what you were doing and didn't just paste code, you should have a really solid grasp on routes and views, reading from the DB, and posting to the DB. That is **all you need** to get started developing whatever app you want to build. I don't know about you, but I think that's really cool.

**PART 5 – NEXT STEPS**

From here, there's a million different directions you could go. You could check out [Mongoose](http://mongoosejs.com/), which is another Mongo-manipulation package for Node/Express. It's bigger than Monk, but it also does more. You could check out Stylus, the CSS preprocessor that comes with Express. You could google "Node Express Mongo Tutorial" and see what comes up. Just keep exploring and keep building!

I hope this tutorial's been helpful. I wrote it because I could've used it when I got started, and I couldn't seem to find something that was quite at this level, or that broke things down in such long, long, *loooong*detail. If you made it this far, thanks for sticking with it!

**NEW:** The "sequel" to this tutorial is now available! Find it at: [Creating a Simple RESTful Web App with Node.js, Express, and MongoDB](http://cwbuecheler.com/web/tutorials/2014/restful-web-app-node-express-mongodb/).

Resource: the folks at Udemy have put up an incredibly extensive[MEAN stack](https://blog.udemy.com/node-js-tutorial/) introduction that's well worth checking out.
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